# Программирование на стороне сервера. Часть 1. Реализация MVC паттерна.
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## Теория

Шаблон MVC описывает простой способ построения структуры приложения, целью которого является отделение бизнес-логики от пользовательского интерфейса. В результате, приложение легче масштабируется, тестируется, сопровождается и конечно же реализуется.  
  
Рассмотрим концептуальную схему шаблона MVC (на мой взгляд — это наиболее удачная схема из тех, что я видел):  
  
![mvc-schema](data:image/png;base64,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)  
  
В архитектуре MVC модель предоставляет данные и правила бизнес-логики, представление отвечает за пользовательский интерфейс, а контроллер обеспечивает взаимодействие между моделью и представлением.  
  
Типичную последовательность работы MVC-приложения можно описать следующим образом:

1. При заходе пользователя на веб-ресурс, скрипт инициализации создает экземпляр приложения и запускает его на выполнение.  
   При этом отображается вид, скажем главной страницы сайта.
2. Приложение получает запрос от пользователя и определяет запрошенные контроллер и действие. В случае главной страницы, выполняется действие по умолчанию (*index*).
3. Приложение создает экземпляр контроллера и запускает метод действия,  
   в котором, к примеру, содержаться вызовы модели, считывающие информацию из базы данных.
4. После этого, действие формирует представление с данными, полученными из модели и выводит результат пользователю.

**Модель** — содержит бизнес-логику приложения и включает методы выборки (это могут быть методы ORM), обработки (например, правила валидации) и предоставления конкретных данных, что зачастую делает ее очень толстой, что вполне нормально.  
Модель не должна напрямую взаимодействовать с пользователем. Все переменные, относящиеся к запросу пользователя должны обрабатываться в контроллере.  
Модель не должна генерировать HTML или другой код отображения, который может изменяться в зависимости от нужд пользователя. Такой код должен обрабатываться в видах.  
Одна и та же модель, например: модель аутентификации пользователей может использоваться как в пользовательской, так и в административной части приложения. В таком случае можно вынести общий код в отдельный класс и наследоваться от него, определяя в наследниках специфичные для подприложений методы.  
  
**Вид** — используется для задания внешнего отображения данных, полученных из контроллера и модели.  
Виды cодержат HTML-разметку и небольшие вставки PHP-кода для обхода, форматирования и отображения данных.  
Не должны напрямую обращаться к базе данных. Этим должны заниматься модели.  
Не должны работать с данными, полученными из запроса пользователя. Эту задачу должен выполнять контроллер.  
Может напрямую обращаться к свойствам и методам контроллера или моделей, для получения готовых к выводу данных.  
Виды обычно разделяют на общий шаблон, содержащий разметку, общую для всех страниц (например, шапку и подвал) и части шаблона, которые используют для отображения данных выводимых из модели или отображения форм ввода данных.  
  
**Контроллер** — связующее звено, соединяющее модели, виды и другие компоненты в рабочее приложение. Контроллер отвечает за обработку запросов пользователя. Контроллер не должен содержать SQL-запросов. Их лучше держать в моделях. Контроллер не должен содержать HTML и другой разметки. Её стоит выносить в виды.  
В хорошо спроектированном MVC-приложении контроллеры обычно очень тонкие и содержат только несколько десятков строк кода. Чего, не скажешь о Stupid Fat Controllers (SFC) в CMS Joomla. Логика контроллера довольно типична и большая ее часть выносится в базовые классы.  
Модели, наоборот, очень толстые и содержат большую часть кода, связанную с обработкой данных, т.к. структура данных и бизнес-логика, содержащаяся в них, обычно довольно специфична для конкретного приложения.

### Front Controller и Page Controller

В большинстве случае, взаимодействие пользователя с web-приложением проходит посредством переходов по ссылкам. Посмотрите сейчас на адресную строку браузера — по этой ссылке вы получили данный текст. По другим ссылкам, например, находящимся справа на этой странице, вы получите другое содержимое. Таким образом, ссылка представляет конкретную команду web-приложению.  
  
Надеюсь, вы уже успели заметить, что у разных сайтов могут быть совершенные разные форматы построения адресной строки. Каждый формат может отображать архитектуру web-приложения. Хотя это и не всегда так, но в большинстве случаев это явный факт.  
  
Рассмотрим два варианта адресной строки, по которым показывается какой-то текст и профиль пользователя.  
  
Первый вариант:

1. [www.example.com/article.php?id=3](http://www.example.com/article.php?id=3)
2. [www.example.com/user.php?id=4](http://www.example.com/user.php?id=4)

Здесь каждый сценарий отвечает за выполнение определённой команды.  
  
Второй вариант:

1. [www.example.com/index.php?article=3](http://www.example.com/index.php?article=3)
2. [www.example.com/index.php?user=4](http://www.example.com/index.php?user=4)

А здесь все обращения происходят в одном сценарии **index.php**.

Эти два подхода совершенно различны. Первый — характерен для шаблона контроллер страниц (Page Controller), а второй подход реализуется паттерном контроллер запросов (Front Controller). Контроллер страниц хорошо применять для сайтов с достаточно простой логикой. В свою очередь, контроллер запросов объединяет все действия по обработке запросов в одном месте, что даёт ему дополнительные возможности, благодаря которым можно реализовать более трудные задачи, чем обычно решаются контроллером страниц. Я не буду вдаваться в подробности реализации контроллера страниц, а скажу лишь, что в практической части будет разработан именно контроллер запросов (некоторое подобие).

### Маршрутизация URL

Маршрутизация URL позволяет настроить приложение на прием запросов с URL, которые не соответствуют реальным файлам приложения, а также использовать [ЧПУ](http://ru.wikipedia.org/wiki/ЧПУ_(Интернет)), которые семантически значимы для пользователей и предпочтительны для поисковой оптимизации.  
  
К примеру, для обычной страницы, отображающей форму обратной связи, URL мог бы выглядеть так:  
<http://www.example.com/contacts.php?action=feedback>  
  
Приблизительный код обработки в таком случае:

switch($\_GET['action'])

{

case "about" :

require\_once("about.php"); // страница "О Нас"

break;

case "contacts" :

require\_once("contacts.php"); // страница "Контакты"

break;

case "feedback" :

require\_once("feedback.php"); // страница "Обратная связь"

break;

default :

require\_once("page404.php"); // страница "404"

break;

}

Думаю, почти все так раньше делали.  
  
С использованием движка маршрутизации URL вы сможете для отображения той же информации настроить приложение на прием таких запросов:  
<http://www.example.com/contacts/feedback>  
  
Здесь contacts представляет собой контроллер, а feedback — это метод контроллера contacts, отображающий форму обратной связи и т.д. Мы еще вернемся к этому вопросу в практической части.  
  
Также стоит знать, что маршрутизаторы многих веб-фреймворков позволяют создавать произвольные маршруты URL (указать, что означает каждая часть URL) и правила их обработки.  
Теперь мы обладаем достаточными теоретическими знаниями, чтобы перейти к практике.

## Практика

Для начала создадим следующую структуру файлов и папок:  
  
![project-folders](data:image/png;base64,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)  
Забегая вперед, скажу, что в папке core будут храниться базовые классы Model, View и Controller.  
Их потомки будут храниться в директориях controllers, models и views. Файл **index.php** это точка в хода в приложение. Файл **bootstrap.php** инициирует загрузку приложения, подключая все необходимые модули и пр.  
  
Будем идти последовательно; откроем файл index.php и наполним его следующим кодом:

ini\_set('display\_errors', 1);

require\_once 'application/bootstrap.php';

Тут вопросов возникнуть не должно.  
  
Следом, сразу же перейдем к фалу **bootstrap.php**:

require\_once 'core/model.php';

require\_once 'core/view.php';

require\_once 'core/controller.php';

require\_once 'core/route.php';

Route::start(); // запускаем маршрутизатор

Первые три строки будут подключать пока что несуществующие файлы ядра. Последние строки подключают файл с классом маршрутизатора и запускают его на выполнение вызовом статического метода start.

### Реализация маршрутизатора URL

Пока что отклонимся от реализации паттерна MVC и займемся мрашрутизацией. Первый ш﻿аг, который нам нужно сделать, записать следующий код в **.htaccess**:

RewriteEngine On

RewriteCond %{REQUEST\_FILENAME} !-f

RewriteCond %{REQUEST\_FILENAME} !-d

RewriteRule .\* index.php [L]

Этот код перенаправит обработку всех страниц на **index.php**, что нам и нужно. Помните в первой части мы говорили о Front Controller?!  
  
Маршрутизацию мы поместим в отдельный файл **route.php** в директорию core. В этом файле опишем класс Route, который будет запускать методы контроллеров, которые в свою очередь будут генерировать вид страниц.

**Содержимое файла route.php**

class Route

{

static function start()

{

// контроллер и действие по умолчанию

$controller\_name = 'Main';

$action\_name = 'index';

$routes = explode('/', $\_SERVER['REQUEST\_URI']);

// получаем имя контроллера

if ( !empty($routes[1]) )

{

$controller\_name = $routes[1];

}

// получаем имя экшена

if ( !empty($routes[2]) )

{

$action\_name = $routes[2];

}

// добавляем префиксы

$model\_name = 'Model\_'.$controller\_name;

$controller\_name = 'Controller\_'.$controller\_name;

$action\_name = 'action\_'.$action\_name;

// подцепляем файл с классом модели (файла модели может и не быть)

$model\_file = strtolower($model\_name).'.php';

$model\_path = "application/models/".$model\_file;

if(file\_exists($model\_path))

{

include "application/models/".$model\_file;

}

// подцепляем файл с классом контроллера

$controller\_file = strtolower($controller\_name).'.php';

$controller\_path = "application/controllers/".$controller\_file;

if(file\_exists($controller\_path))

{

include "application/controllers/".$controller\_file;

}

else

{

/\*

правильно было бы кинуть здесь исключение,

но для упрощения сразу сделаем редирект на страницу 404

\*/

Route::ErrorPage404();

}

// создаем контроллер

$controller = new $controller\_name;

$action = $action\_name;

if(method\_exists($controller, $action))

{

// вызываем действие контроллера

$controller->$action();

}

else

{

// здесь также разумнее было бы кинуть исключение

Route::ErrorPage404();

}

}

function ErrorPage404()

{

$host = 'http://'.$\_SERVER['HTTP\_HOST'].'/';

header('HTTP/1.1 404 Not Found');

header("Status: 404 Not Found");

header('Location:'.$host.'404');

}

}

Замечу, что в классе реализована очень упрощенная логика (несмотря на объемный код) и возможно даже имеет проблемы безопасности. Это было сделано намерено, т.к. написание полноценного класса маршрутизации заслуживает как минимум отдельной статьи. Рассмотрим основные моменты…  
  
В элементе глобального массива $\_SERVER['REQUEST\_URI'] содержится полный адрес по которому обратился пользователь.  
Например: [example.ru/contacts/feedback](http://example.ru/contacts/feedback)  
  
С помощью функции *explode* производится разделение адреса на составлющие. В результате мы получаем имя контроллера, для приведенного примера, это контроллер *contacts* и имя действия, в нашем случае — *feedback*.  
  
Далее подключается файл модели (модель может отсутствовать) и файл контроллера, если таковые имеются и наконец, создается экземпляр контроллера и вызывается действие, опять же, если оно было описано в классе контроллера.  
  
Таким образом, при переходе, к примеру, по адресу:  
[example.com/portfolio](http://example.com/portfolio)  
или  
[example.com/portfolio/index](http://example.com/portfolio/index)  
роутер выполнит следующие действия:

1. подключит файл model\_portfolio.php из папки models, содержащий класс Model\_Portfolio;
2. подключит файл controller\_portfolio.php из папки controllers, содержащий класс Controller\_Portfolio;
3. создаст экземпляр класса Controller\_Portfolio и вызовет действие по умолчанию — action\_index, описанное в нем.

Если пользователь попытается обратиться по адресу несуществующего контроллера, к примеру:  
[example.com/ufo](http://example.com/ufo)  
то его перебросит на страницу «404»:  
[example.com/404](http://example.com/404)  
То же самое произойдет если пользователь обратится к действию, которое не описано в контроллере.

### Возвращаемся к реализации MVC

Перейдем в папку core и добавим к файлу route.php еще три файла: **model.php, view.php и controller.php**  
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Напомню, что они будут содержать базовые классы, к написанию которых мы сейчас и приступим.  
  
Содержимое файла **model.php**

class Model

{

public function get\_data()

{

}

}

Класс модели содержит единственный пустой метод выборки данных, который будет перекрываться в классах потомках. Когда мы будем создавать классы потомки все станет понятней.  
  
Содержимое файла **view.php**

class View

{

//public $template\_view; // здесь можно указать общий вид по умолчанию.

function generate($content\_view, $template\_view, $data = null)

{

/\*

if(is\_array($data)) {

// преобразуем элементы массива в переменные

extract($data);

}

\*/

include 'application/views/'.$template\_view;

}

}

Не трудно догадаться, что метод *generate* предназначен для формирования вида. В него передаются следующие параметры:

1. $content\_view — виды отображающие контент страниц;
2. $template\_view — общий для всех страниц шаблон;
3. $data — массив, содержащий элементы контента страницы. Обычно заполняется в модели.

Функцией include динамически подключается общий шаблон (вид), внутри которого будет встраиваться вид  
для отображения контента конкретной страницы.  
  
В нашем случае общий шаблон будет содержать header, menu, sidebar и footer, а контент страниц будет содержаться в отдельном виде. Опять же это сделано для упрощения.

Содержимое файла **controller.php**

class Controller {

public $model;

public $view;

function \_\_construct()

{

$this->view = new View();

}

function action\_index()

{

}

}

Метод *action\_index* — это действие, вызываемое по умолчанию, его мы перекроем при реализации классов потомков.

### Реализация классов потомков Model и Controller, создание View's

Теперь начинается самое интересное! Наш сайт-визитка будет состоять из следущих страниц:

1. Главная
2. Услуги
3. Портфолио
4. Контакты
5. А также — страница «404»

Для каждой из страниц имеется свой контроллер из папки controllers и вид из папки views. Некоторые страницы могут использовать модель или модели из папки models.  
  
![mvc-folders](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYUAAAExCAIAAAAcGil8AAAAAXNSR0IB2cksfwAAACBjSFJNAAB6JgAAgIQAAPoAAACA6AAAdTAAAOpgAAA6mAAAF3CculE8AAAZ7ElEQVR42u2dP3KrOhhHvRbW4IpFsAIXXgIr8EyaFHfcZ+hShDpDl4L2Dj1pVaVgG+9N/F1/FvqDSYIdsM+ZN28cLEBwoxNJRj+vOgCAebDiFgAAPgIAwEcAgI8AAPARAOAjAIDL+egxznS1etms1g9/v1r4S3sBwPJ99Pb2FpTR29sbPgKAq/ro4+Pj6enJkdHT09PHx0dEFgc2L70fT+I4SORhY23VMvrjerNZH/eIHMH1kX/e00H+Pqzt9wBgqT7quq5pGsdHTdPEui52qz8Jo/fqWOZU2jWL757Qq96mw4H+Pqz1LT3I8U0AuAEfdV33/PysMnp+fh437HIsE+zUDGw8W9h+ceLgHnvHQ/cIIwHcjI/e39/VR+/v7/PzkTOR5G7BSQC346Ou615fXx8fH19fX+NFPlt9WEihVyN8NHK85p43ZCgdygHA8n1kjPnz548xZrDUuPns0OyQPZ/dd9qI+ezjlHVsQorpbICb8hEAAD4CAHwEAICPAAAfAQDgIwDARwAA+AgA8BEAAD4CAMBHAICPAABu0UdXz7TtBcPpgl0vR2Ds8UnXBcBH37TAy2a91hSTTxsdAyh7aShWGXwEsEQfzTFj2+Hvw3rz0stXOqaVnNJv+2U89Tw4MSf+RcVKAuCja9podhnbfufo4e/ZTMteGU+4gfqP3AiAj35n2DWTjG23iv0CgVN4ZWLX+L2LAsBHN+6jMxnb7nDyNAa0s25FRH4ZfASwPB/NOWM7qk4dS9kzSSH1nIZe3lljFxWtHwA+utIM0swyts925XRnZ4on5qPDTPn5iwqWBMBHcKkx6SQlAfDRvegjOhWEjwDwEQDgIwAAfAQA+AgAAB8BAD4CAMBHAAD4CADwEQDA7fno6nm116vkRc8CgI/wET4CWIKPFpBXO0UlT3kC1hn0sJt+YS0dyg8g+hbw0QVtNPe82kkqae9tWe102GBWSUiLRN8CPrrKiGaOebUTVdLrMA0d9tA9CjiEqEnAR7fpo5F5tRNVcrCzFqxAyEn4CPDRBVlEXu0UlRxOrw1XwB5LEn0L+OhaM0izz6udpJI6dR2eUw8VfvFkRvQt4COYBURNAj66uzY/bV4tPgLARwCAjwAA8BEA4CMAAHwEAPgIAAAfAQA+AgDARwCAj2bNbPMhY9FFk18UAD7CR3O5KAB8dJFGOPO82tNa+fXD33+7/dvLT6Htn8uNke2rh+RZgFn5aAl5tce3NCHt84WflOZUbDgxluRZgNn5aFl5tZGgtXAK7XBCI0mPAPjoR3m13ouhLhg+AliYjxaRVzvoIzdI9qxcSJ4FmOv80RLyakeM+04ptON9RPIswOx8dJ+Q9AiAj8b31y7bIcFHAPgIAPARAAA+AgB8BACAjwAAHwEA4CMAwEcAAPgIAPDRXJh/PqS7ynfwaW9/gdul7wkAPrpTH5097yQVw0eAjyZotwvIqw0lxoZPdDjIen2q4cOmF/z29RoG6kTcLeCjC9loCXm1fmJsrKpekPb3EpoiAVBDVSLuFvDRlEOMmefVTlur8QmWxEsCPrpxH30jrxYfAdyyj5aSVxvYbXRVJxyvEXcL+OjyM0jzz6sNJcYOV/XHNQwXI+4W8NFdM8NhDvGSgI/uxT5OXi0+AsBHAICPAADwEQDgIwAAfAQAgI8AAB8BAOAjAMBHAAC37KP550PqqS8ROcRT14CP8NEiLx8AH32hac08r1azALSnE9v383/9+MjhM/aO6p0lcPlE0wI+urCNFpBX22vdA/t+OqUXN9m/jP6VegcJOoRoWsBHvzPumGde7aHjcmrdg/v+04ttmeBQ0T+Ic5YJ7wkAPpq7j8bn1TpOGt73YKKXo46GfBQ4XchJ+Ajw0ZVYRF5tZ/d8zu77Oe7abLxUW2evWHisP3wjmhbw0XVnkGafV9ufIh7eNzKd5R4ncBDnPhBNC/gI5gVRkICP7rr9O3m1+AgAHwEAPgIAwEcAgI8AAPARAAA+AgB8BACAjwAAHwEA4CMAwEcAAPgIAPARAMCVffQYZ9KKDacRsYodAB913dvbW1BGb29v+AgAruqjj4+Pp6cnR0ZPT08fHx9BcUhc4frh779UoUAqfijacbMZ/mIieSvyBUEAcB8+6rquaRrHR03TRDoyq3/ftSHO0C8DiqRj98NoB76YaPgLggDgbnzUdd3z87PK6Pn5+dyYa/jrPc5ujH25UOwLggDgnnz0/v6uPnp/f7+wj4a+mAgnAdy7j7que319fXx8fH19jRcZ0lDoVf/rfMZ+MZGO4wDgXn1kjPnz548x5ns+Cs9n61cA2fPZ0S8XeuGb6gHwEQAAPgIAfAQAgI8AAB8BAOAjAMBHAAD4CAAAHwEAPgIAwEcAgI8AAG7YR1fLtO0dTVbxxo8+SVwcmbyAj/DR+ROdPfIkp8ZHgI9+ySkXzdgOtPMHP6fEP9GxYuv1Me3E2vO0b3jHUeEqQ1XqbezF+T4QsgL46II+umjGduB0pxiloRNZR4/3jwbz5YbD54arNH4jAD6afsx1oYztMSOv8RvHvB55IRNWCQAfzctHQxnb+AgAH/3QRxNmbHvDw/4+50ZWlxiv6advwSpFu4GxCwbAR5f10RQZ24HTyfR5eI487p3je86Rvz2fbfvIr1K0fxSqPAA+WiQzHOaMrxJjNMBHy7bPiVDvBh8B4CMAAHwEAPgIAAAfAQA+AgDARwCAjwAA8BEA4CMAAHwEAPgIAAAfAQA+6vMY59yuP/m+DQDARx5vb29BGb29vXE3AeCqPvr4+Hh6enJk9PT09PHx4ZT0cvlfYl8HEkzrtzP6+UINAHwUpmkax0dN0/jF9ItCjo7xs1r/fR3I6StFXjbrtfMNIYzyAPDRIM/Pzyqj5+fncKGTbfxE2v7XgRyF9LJZP7w4e+kXIQEAPgrx/v6uPnp/f+8GhPRyFMvQ14GIfT51dDDR5kV1pF0tnASAj2K8vr4+Pj6+vr4OlPkca2023txQ4NsxPv2zPvWIrL16fS0AwEcBjDF//vwxxnTDQgp+Z4b7dSC9717tvXa/CBsA8BEAAD4CAHwEAICPAAAfAQDgIwAAfAQA+AgAAB/dGv+tVv+t+HcEfARzshI3AfARoCSAW/JRb5mbrm3rL6DtlTl7uMlXu/mZBCgJ4AZ9dAhhO7Z2zWbrhwD0yvySMvERwK376BB31IsisVb2/3vZL+MfYJpg3J56HjZe/sBpY+8gDzMKIMBHgI9+2DmyDeKo5LjRtUxYSD8Lxu2NDLWY/WrcRnwEsEwfHX0x5COvTEhIEwTjBodm50QZTHfCRwBL9JHti8MwyLaDiOjFKxMR0hTBuPgI4K7nj5zGrOMeeybpbIOfIhhXp5FOn+RZ+8d8FD8TPgJYuo+sz/ud6ZjBDsg0wbjqo/Vms+53x6L9I68kPgJYto9mxfiR1+weAsBHgI+u74sz80n4CAAfAT4CwEeAjwAfAT4CwEeAjwAfAT4CwEeAjwAfAT4CwEeAjwAfAT4CwEfj+dKz0d9+kHph0bf4CPDRDfvo12uOjwAfXbt92ivwdXlafz19Lyv2tITt8ONpFb/V0PWwm35hLe13fBYffYuPAB/92EZW++slIVmZSKGsWL+XcfJB/7COVqLtfenRt/gI8NGEg5fvZTN6Haahwx66R7H2vvDoW3wE+Oi3fRToUw0cdthJy46+xUeAj36CG/QaGa+d89FA0mw3YJOwIJcbfYuPAB9NMIN0fj77b8BX7vT259R1dPrZK/wSr85So2/xEeAjGDkanaQkPgJ8dLO+uKnoW3wE+AjmAj4CfAR36qO2bYsjZVnKxrIs27aV10VR1HWtrwdKCvUB5yxVVeV5vt1uq6py3iqKous6Y0xRFHKouq6lcPAscvyyLAsLKTntjlKx4I+Aj/DRRajrOk1TaZxZlu33+67rttutOKWu69VqpU1RXu92u+12K1u0pO0Xp+nWdZ0kSXUgSRKn/OpwvbvdLs/ztm2lcFmWVVVlWSaHss+iHimKYntAfmyaRnas6/pLO8bOuFqtmqaRfZMkWdFvxUf46Ao+UrlUVSWvpRkbY9I0lXZru8PeZYyPdrud9jvqunb6U6vVqm3bJEmMMU7htm3TNA1qxX89+Y55noud5bbgI3yEj67hoyRJpL8g3QRtxtIV0qbbNI1oyPGRfpiQ57kMuxwf+c5yfCQdtGBhsYB9Fru/Zp/LKfOlHYNnLMtS3CTCwkf4CB9dw0dZlsncSlEU2jsoikL6LNp0y7Lc7XYD/aOiKPI8932U57lOG8mIzPFR0zRpmkq/ySmcJMnIbo69o+z7jR2dM2ZZJsNAYww+wkf46KrjNWl70hq1r6RN155U+pKPyrLMsqxtW2OMFPDnj6Qv5hTeHRipFd1RttsDz5E7+meUObU8z7WegI/w0WV9pMMZe7ymxpGm64+G7HlfYbvdNk3j+0gOIlPCu91O5okcH3Vdl6apuMMvPEYr9o5Sk2/s6JyxbdvVaiX3BB/hI3w0F5xJlqB0ABbno5+kxy4sefaWfLTf7/XDbxnj6GdSAPSP8BEAPoo0aVnXfggTstfP+ym0/bARN/LVZvHJsygJ8NGv+Gh1zH/t5S6Ghlr9tMbBdNelJ8+iJMBHvzjkiQSthVNoR6QpLjx59udKmuo/Ggngo+EU2jFtftnJs/SPLoSsQTPGZFnG3cBHX/GRG/r6tTa/6ORZZHQ59vt9MC0A8NFA38dPof1iH2TJybNLkZEdOaIPGcnTyYo892yXDD706CSHNE0jYQB5nsvjAkVRyAtNAtGTBqvRtq0cQTpETp5JVVX+Ywd6Ul3m4gSM1HVdVZUYzXkqUtf9a0fMiSvRy7SvtG1buxqyl7PRvkX4CH4h6XEpPtLIEbsp6o+yqE2W+ydJst/vZaP/vLKTHCLlRS66Mm6/39sr72Wthi5DcaphH0HyiexHMeVdfY5cHaG7SHiIHzAiT2PbZeSwUhNJHbHXFesNkZJ64XITxFN2NWQvZ6N9i/DRUnxxU8mzC/KR09SDK+CdBhb0kZ0cYoyx16lqeRln6YJVu0fmVENX8Aqy5lbfFUM5bd7exV6761yaLEmzA0bsIBRJNRj2kaz106XI+Ij+0W1yfR9pSxv2Udd1WZZpAknQR3ZyiHayZLuWl35QkiRpmqoXgtVwRoW6xlW6NtJrc9p8bCHLwOI19Uue51JPvYpgXIkdSBJUj27UHdM0vZ9FcPgIH/0IDSQ766O2bbfbrQzZgj6yk0PssZjdFGU0JL0ku4BfjaIoJBFN+0eyXlcGfcE+iLOLzuA4l6ZlZHwnB9dpLz/SwOkfOfkBZ/tH0gtrmgYfAT4aQkIgZYRlN1qRjuOj/YGB8ZqdHKLDIsnxkHfFRHajleFSsBoy+tNZZCkpsz9+EpO2fHsXJ6VAXydJ0jSNVEyuSLZoQN2wj5IksfOV8BE+wkcT/fZ4SEOyg661gdnP+8R8pMkhxhgZ78gsuDR4pyXrZE2wGvIJmoyhNEJEg+KCPgruEpw/kjIaMFKWpUSOyJh0IHfJzpn0h2Z2/e0gF2cuHB8BPgr7yP5xOFv2NqpxhbCUew5Lwkf46Ps4/QsnV+Qmq4GP8BHM1Ed3SPAb4iZXHj4CfASAjwAfASzZR71noOXR7Pgz0fbKshuPu8VHgI9+10dnW/XsUmXxEcA8fRRLd9X1aD3vfK6bX6/Xp3VqD5tVaKl+eBV+KLI2mp20yLhbfAT46Ic+CqS7BrLYeukh0f5RZEfXR6FXYSEtK+4WHwE+mnzk9aXcxbOvvxUvucy4W3wE+OgWfbTMuFt8BPjop+M1P9313Mjq4uO1hcbd4iPARz/tH4XSXQempbv+Z/yOUSaZz+66Zcbd4iPAR1ON126YK8VL4iPARzfgoxuJu8VHgI9gLuAjwEeAjwDwEeAjwEeAjwDwEeAjwEeAjwDwEeAjwEeAjwDwEeAjwEdL4xIZsouJpsVHgI8AHwHcro+Oq+W1S/LSz2rVmNrP/43MkPV+9M/SO/8So2nxEeCjiw+OnDRYNw8oniHrhG97B4m294VG0+IjwEeX6R6dWqKXBusED0UzZIMRSHoQ5yxeFRYYTYuPAB9d2kl+s7S3jMyQDbftuJMWGU2LjwAfXc5IsYxWNxZyRIZsLOg1II+vHLabVTQtPgJ8dIn5o/50rpsG2+84xDJkneMEDjI4abzAaFp8BPgIxhj2GlGQ+Ajw0W344haiaZER4COYKQuSUVmWeZ5vt9ssy3a7Hf92Mdq2zfO867o8z5umwUewDBMtSEZFUeR5Xh/hn++su7fbbVEU9I8Azv8BL8tSXtt+Kcuybduu66qqkq7QbrczxnRdt91u67qWjVVV6b6FhexrjCmKQvaVLfbpRG0DddNT61natt3tdtK8pTJSVT2vYwHxpm5xqi11tmvVNI1sMcbs9/vtAT27Hj940/Rduer2gBbTIztmr+ta6qm9p6Zp5Bp1ozFGr1p3dG6jXR+5RtlS9LH/ilRVVZZl0zT27bUPi4/g2kh70F9r/Y0X6dR1nSRJVVXyWy5DszRNsyyrDmRZJruId+QIaZrKb7waoSiKJEmMMfbpPn93471CPXVVVUmS1HVtjEmSRBqVNDmt6m63K4pCj1YUhdZQ9pViaZqWZakb67rOskw8JUdL03S/3+sx67ouyzJJEpGpHj940+yzr1YrOb5dSf9iV6uV+E7vj32Ncie7rhMzam1lxyRJ1F9yHHmdJIlckfzT6L+I3CL9s9G2rZRs21bOIif6eT8OH8GlfNS2rd2/kJLS2PQvqvw2B/fVX/Su63a7nd3yz/pIymsl5U+3PVeVpqloQk5nH03fkmrLXnb/QjdKu5VaVVWlddNTG2OkwEgfiRFkFy0msg76SLtFcr3GGLu3IruIp2QSSs+V57mU1H6cc9Ps+6+3SCssepIt4m65bz+f5MJHcCkfyUghy7LVapWmqfrIaVSxvpWtHh0vrPrEKmY3Ib96dgHtKejRnFNINewD2nXL8zxN0yRJtFsnY5ntdpscGe8jGSjZd0C6PCoX/9Y5x1F5pWlqF5Br0ZqoUqXTp9cYvL2Oj9IDOuAVPTVNY//9wEcwOx/tDsjfTHtQo7/K0u0P7ts0TZZldn9Hp0vG9I/077+cRQYaMpjSTlDTNHYvQI8mYx/t4Oi0lx5QZqbkhfQO1CN6UVVV2fNlY3wkKnGMbHdqfB9pPWWsVJaldsd0F+3ryScJumOSJHKTtT72TbN3DPaP9GbK9Tq3Fx/B7Hykbalt2yzLdPQhc9vGmDzP5ZfYnnrQ3/40TWWjTAaJVkb6SFpm27ZyFp3y0Mljf5yoRxONag2lgDydYIyRa9ERit2VEytJT0FMoZNBY3ykM0327JuvS/vyddgoY0w1jvRMZRe9jbaPxD4ySaT10Zum/ayYj7TXpkM2u3uIj+DXfLSKIH0cGTXIRK898SlldGpGTWH/9jdNo0MP/UjL95Gz0R7CJEkiZxE7VFUl9dlut/KJVXBopo3Z3lemqGX8pc1bdWD3jOTDNdnd/qxqFUf7R86I1Z5rC/pITqT3xxgjdyxJkv1+L8qw/xWkryqHKstytVo5ltebJrco5iN7QlBe+8Pehfpo2meUB472kxMtOMH2HvjeSMGZUYp5LTYhNRXfbsCr2Tx0pmr+9r8FPupu68LvF/tDpS9RHtAfm6YZaEv4KIgMEu2x2w8fQfrlS9q468giYbWHAv/es8Nlg7Gwf3sL84+Rj8MnsrmpBFuYBH3C8xKdiyvvOHn9JzT1vPpH0bBazVKzI2PDCbB+nFvgLe9EYSHdQIItwIKYlY8GwmoHXkQ2ul2i4RN5QlpOgq2sX7vcfzQSuFsfxVryF33U69B8o6nfToLtryAPH8mDv5M8Jgf46Po+GgirDb6Ix8IGwmOHTxSo1m0k2P6KjOQJHfnQWp/ZA5i/j/4Ngf41vWhYbfhFPBZWZ503ve9Eip4oWK1bSLC9NP6i+f1+X1WVs6Y8uPpfJ2WrqtKnXaSkvVhcHoCOZQDFFujbC9P9jc4UrHxOJNirz2R5lz6F5C/9l2W38lbTNP6nS/JgoVTePosuTB25TN++gXpznDspBeyNk6y5vy8fTdGxupmqLmyMFlw0L48ya0CHPBPsP7397/fv+GyePsCSZVnTNPo0kKynl3QLeyWH4i/Qtzfqdlm1L1v8RCF5xFnezbLMWaYvaggu/ZcVJ03T6AoMR0ayIEM+FJeHMKVK6qORy/TtG2g/ES53Uh6e1EfJg0vt8NFSfHSzCbaXJrho3mntupRhwEfGGFlUpSva7EVV+hfeXlZuq8dZkBE8RfAhY9tH2m6lO+YEDEgdgkv/ZRWbriyxscvrijanqiOX6Q/4yBgjy5XxEdw1wUXzzqOD8uOwj9Q79iIMe+lJzCPBBfrBU8hikYH+UZIkMgGvGUB+Sw6uL9EuYaB1RT6ddHzk309/mb6zusX2kQaA4CO4dx/5i+Z3u539wLRsPOsjnZdxlqrZi879xK/gAv3YKdREQR9p6pAMkZyAAendBJf+S2hRcEGpXV4Gd0EfjVmmH+sf6SgPH8G9E1w0L21bl4lLqz7rIxmyqVycRefGGGn2zkPSwQX6Mgnlx27o6Gl4vCYn8gMGZJ2ts/RfxkoiMjtKRcdfUl7OHlwcO3KZfsxH0puzC+AjuF+cRfPa2dFl4qqA2Op2bWa73U7aodOQZBW7NjxbRsEBlHjNmaxxoqx9H+lB9ER+wIC/9N9OAlKPKFpeUwGCPhqzTD/mIz+6xI9VW9DXAeAjmMsMlD11/Y3Zq8X1BYbnmC40x4ePAM60lrqu7YCkkXxpgT4+wkcAZ9CnH/Vrju7QyFe4w/gIAAAfAQA+AgDARwCAjwAA8BEA3B7/AyPD+DGiSwjkAAAAAElFTkSuQmCC)

На предыдущем рисунке отдельно выделен файл **template\_view.php** — это шаблон, содержащий общую для всех страниц разметку. В простейшем случае он мог бы выглядеть так:

<!DOCTYPE html>

<html lang="ru">

<head>

<meta charset="utf-8">

<title>Главная</title>

</head>

<body>

<?php include 'application/views/'.$content\_view; ?>

</body>

</html>

**Для придания сайту презентабельного вида сверстайте CSS шаблон и интегририруйте его в сайт путем изменения структуры HTML-разметки и подключения CSS и JavaScript файлов.**

### Создадаем главную страницу

Начнем с контроллера **controller\_main.php**, вот его код:

class Controller\_Main extends Controller

{

function action\_index()

{

$this->view->generate('main\_view.php', 'template\_view.php');

}

}

В метод *generate* экземпляра класса View передаются имена файлов общего шаблона и вида c контентом страницы.  
Помимо индексного действия в контроллере конечно же могут содержаться и другие действия.  
  
Файл с общим видом мы рассмотрели ранее. Рассмотрим файл контента **main\_view.php**:

<h1>Добро пожаловать!</h1>

<p>

<img src="/images/office-small.jpg" align="left" >

<a href="/">ОЛОЛОША TEAM</a> - команда первоклассных специалистов в области разработки веб-сайтов с многолетним опытом коллекционирования мексиканских масок, бронзовых и каменных статуй из Индии и Цейлона, барельефов и изваяний, созданных мастерами Экваториальной Африки пять-шесть веков назад...

</p>

Здесь содержиться простая разметка без каких либо PHP-вызовов.  
Для отображения главной странички можно воспользоваться одним из следующих адресов:

* [example.com](http://example.com/)
* [example.com/main](http://example.com/main)
* [example.com/main/index](http://example.com/main/index)

Пример с использованием вида, отображающего данные полученные из модели мы рассмотрим далее.

### Создадаем страницу «Портфолио»

В нашем случае, страница «Портфолио» — это единственная страница использующая модель.  
Модель обычно включает методы выборки данных, например:

1. методы нативных библиотек pgsql или mysql;
2. методы библиотек, реализующих абстракицю данных. Например, методы библиотеки PEAR MDB2;
3. методы ORM;
4. методы для работы с NoSQL;
5. и др.

Для простоты, здесь мы не будем использовать SQL-запросы или ORM-операторы. Вместо этого мы сэмулируем реальные данные и сразу возвратим массив результатов.  
Файл модели **model\_portfolio.php** поместим в папку models. Вот его содержимое:

class Model\_Portfolio extends Model

{

public function get\_data()

{

return array(

array(

'Year' => '2012',

'Site' => 'http://DunkelBeer.ru',

'Description' => 'Промо-сайт темного пива Dunkel от немецкого производителя Löwenbraü выпускаемого в России пивоваренной компанией "CАН ИнБев".'

),

array(

'Year' => '2012',

'Site' => 'http://ZopoMobile.ru',

'Description' => 'Русскоязычный каталог китайских телефонов компании Zopo на базе Android OS и аксессуаров к ним.'

),

// todo

);

}

}

Класс контроллера модели содержится в файле **controller\_portfolio.php**, вот его код:

class Controller\_Portfolio extends Controller

{

function \_\_construct()

{

$this->model = new Model\_Portfolio();

$this->view = new View();

}

function action\_index()

{

$data = $this->model->get\_data();

$this->view->generate('portfolio\_view.php', 'template\_view.php', $data);

}

}

В переменную *data* записывается массив, возвращаемый методом *get\_data*, который мы рассматривали ранее.  
Далее эта переменная передается в качестве параметра метода *generate*, в который также передаются: имя файла с общим шаблон и имя файла, содержащего вид c контентом страницы.  
  
Вид содержащий контент страницы находится в файле **portfolio\_view.php**.

<h1>Портфолио</h1>

<p>

<table>

Все проекты в следующей таблице являются вымышленными, поэтому даже не пытайтесь перейти по приведенным ссылкам.

<tr><td>Год</td><td>Проект</td><td>Описание</td></tr>

<?php

foreach($data as $row)

{

echo '<tr><td>'.$row['Year'].'</td><td>'.$row['Site'].'</td><td>'.$row['Description'].'</td></tr>';

}

?>

</table>

</p>

Здесь все просто, вид отображает данные полученные из модели.

### Создаем остальные страницы

**Остальные страницы создаются аналогично. Реализуйте их самостоятельно**

## Задания по дням:

## Инструкция к выполнению:

К каждой работе предоставляется отчет, состоящий:

1. Титульный лист
2. Лист с целью и описанием лабораторной работы
3. Дополнительное задание
4. Листинг

## Лабораторные работы:

1. Создание сайта с помощью MVC модели. Верстка простого шаблона и его интеграция. Добавление необходимых страниц.

**Дополнительное задание:** Представьте схему работы вашей MVC модели.

1. Изменение архитектуры для работы с базами данных. Модификация модели Портфолио для работы с СУБД.

<http://php.net/manual/ru/mysqli.examples-basic.php>

<http://www.php.su/articles/?cat=phpdb&page=010>

**Дополнительное задание:** Разработайте ERD схему вашей базы данных.

1. Добавление возможности авторизации Администратора с дальнейшим доступом к администраторскому разделу сайта. В этом разделе реализовать возможность добавления, редактирования и удаления записей для раздела Портфолио.

<http://blog.ox2.ru/php/avtorizaciya-i-rabota-sessii/>

<http://php.net/manual/ru/session.examples.basic.php>

**Дополнительное задание:** Составьте блок-схемы реализованных функций.

1. Добавить на сайт раздел Новости. В администраторском разделе предусмотреть возможность управления контентом этого раздела.

**Дополнительное задание:** ПредставьтеERD схему разработанного раздела и блок-схемы реализованных функций.

1. Реализовать возможность регистрации пользователей. Добавить возможность оставлять комментарии к новостям зарегистрированным пользователям. Предусмотреть возможность удаления своих комментариев.

**Дополнительное задание:** Опишите необходимые для валидации регулярные выражения. Представьте блок-схему функции регистрации.

1. Реализовать возможность администратору модерировать комментарии и учетные записи пользователей.

**Дополнительное задание:** Составьте руководство пользователя для вашего сайта со стороны программиста, администратора и пользователя.